Experiment No-9

***Aim:*** To implement polygon clipping algorithms

# Theory:

***Sutherland-Hodgeman polygon clipping algorithm-***

The Sutherland-Hodgeman polygon clipping algorithm is a computer graphics algorithm used to clip (i.e., cut or trim) a polygon against a clipping window or another polygon. This algorithm is commonly employed in computer graphics for operations like rendering and image processing. It works by finding the intersection points of the polygon edges with the clipping window and then creating a new clipped polygon from these intersection points.

Here's a step-by-step explanation of the Sutherland-Hodgeman polygon clipping algorithm using an example:

# Algorithm-

1. Input Data:

Define a subject polygon (the one to be clipped). Define a clipping window (typically a rectangle).

1. Initialization: Create an empty list to store the vertices of the clipped polygon.
2. Clipping Loop:

For each edge of the clipping window (usually a rectangle), perform the following steps:

* 1. Inside-Outside Test: Check if the first vertex of the edge is inside the clipping window.
  2. If the first vertex is inside and the second vertex is outside the window, calculate the intersection point between the edge and the clipping window.
  3. If the first vertex is inside and the second vertex is inside, add the second vertex to the list of clipped polygon vertices.
  4. If the first vertex is outside and the second vertex is inside, calculate the intersection point and add it to the list of clipped polygon vertices, along with the second vertex.
  5. If both vertices are outside, skip the edge.

1. Finalize: After all edges of the clipping window have been processed, the list of vertices will contain the vertices of the clipped polygon.

# Example-

Let's illustrate this algorithm with a simple example:

Consider a subject polygon with vertices A(3, 2), B(6, 7), C(8, 3), and D(4, 1), and a rectangular clipping window with vertices P(2, 4), Q(2, 8), R(6, 8), and S(6, 4).

1. Initialise an empty list to store the vertices of the clipped polygon.
2. Start with the first edge of the clipping window: P(2, 4) to Q(2, 8).
3. Check the intersection of this edge with the subject polygon:

The intersection point is I(2, 6). Add I to the list of clipped polygon vertices.

1. Move to the next edge: Q(2, 8) to R(6, 8).
2. The intersection point is J(4, 8). Add J to the list of clipped polygon vertices.
3. Continue with the remaining edges of the clipping window.
4. Once all edges have been processed, you'll have a list of vertices that form the clipped polygon: I(2, 6), J(4, 8), and K(6, 6).

These three points form the clipped polygon, which is the result of applying the Sutherland- Hodgeman algorithm to clip the subject polygon against the given rectangular clipping window.

# Weiler-Atherton polygon clipping algorithm-

The Weiler-Atherton polygon clipping algorithm is a more advanced polygon clipping algorithm than the Sutherland-Hodgeman algorithm. It can handle complex cases where the subject polygon intersects the clipping polygon multiple times, creating multiple resulting polygons. The algorithm was developed by Roger N. Weiler and Peter Atherton.

Here's an explanation of the Weiler-Atherton polygon clipping algorithm using an example:

# Algorithm-

* 1. Input Data:

Define a subject polygon (the one to be clipped). Define a clipping polygon.

Ensure that both polygons are closed and oriented in the same direction (either clockwise or counter-clockwise).

* 1. Initialization:

Initialize lists to store intersection points (entry and exit points) and clipped polygons. Define a starting point (seed point) on either polygon. This can be any point of intersection between the two polygons, or a point known to be outside the other polygon.

* 1. Intersection Calculation:

Find the first intersection point between the subject and clipping polygons. This can be done by checking the subject polygon's edges for intersections with the clipping polygon.

* 1. Clipping Loop:

Start at the first intersection point found.

Trace the subject polygon's boundary while adding points to the entry and exit lists. When you reach an intersection point, switch to the other polygon and continue tracing along its boundary, adding points to the entry and exit lists.

Repeat this process until you return to the seed point.

* 1. Clipped Polygon Creation:

From the entry and exit lists, you can create multiple clipped polygons.

Each entry point in the list corresponds to an exit point, and they define the clipped polygon.

Connect the entry points to their corresponding exit points to form the clipped polygon.

# Example-

Consider a subject polygon with vertices A(2, 2), B(6, 8), C(8, 4), D(4, 1), and a clipping polygon with vertices P(1, 6), Q(1, 9), R(7, 9), S(7, 6). Both polygons are oriented counter- clockwise.

1. Initialize lists for entry and exit points and clipped polygons.
2. Find the first intersection point, which could be A(2, 6).
3. Start tracing the boundary of the subject polygon. Suppose we encounter entry points E1(2, 6) and E2(4, 8), and exit points X1(6, 8) and X2(4, 2).
4. Now switch to the clipping polygon. Continue tracing and find entry points E3(7, 6) and E4(7, 9), and exit points X3(1, 9) and X4(1, 6).
5. Connect entry points to their corresponding exit points: Clipped polygon 1 is A-B-C-D, and clipped polygon 2 is E1-E2-X1-X2-X3-X4.

The Weiler-Atherton algorithm can handle cases where multiple polygons are formed due to intersections and is more versatile for complex scenarios.

# Pseudocode of Sutherland-Hodgeman algorithm-

Pseudocode for the Sutherland-Hodgeman polygon clipping algorithm: #include <stdio.h>

// Define a point structure typedef struct {

double x, y;

} Point;

// Function to calculate the intersection point between two line segments

Point calculateIntersection(Point S, Point E, Point edgeStart, Point edgeEnd) { Point intersection;

// Calculate intersection point and assign it to 'intersection'

// Implement your intersection calculation logic here return intersection;

}

// Function to perform the Sutherland-Hodgeman polygon clipping

void sutherlandHodgeman(Point subjectPolygon[], int subjectVertices, Point clipPolygon[], int clipVertices) {

Point outputPolygon[MAX\_VERTICES]; int outputVertices = 0;

for (int i = 0; i < clipVertices; i++) { Point edgeStart = clipPolygon[i];

Point edgeEnd = clipPolygon[(i + 1) % clipVertices];

Point S = subjectPolygon[subjectVertices - 1]; // Last point in the subject polygon for (int j = 0; j < subjectVertices; j++) {

Point E = subjectPolygon[j];

// Check if E is inside the clipping edge if (E is inside edgeStart and edgeEnd) {

if (S is outside edgeStart and edgeEnd) {

Point intersection = calculateIntersection(S, E, edgeStart, edgeEnd); outputPolygon[outputVertices++] = intersection;

}

outputPolygon[outputVertices++] = E;

}

// Check if S is inside the clipping edge

else if (S is inside edgeStart and edgeEnd) {

Point intersection = calculateIntersection(S, E, edgeStart, edgeEnd); outputPolygon[outputVertices++] = intersection;

}

S = E; // Update S

}

}

// Output the clipped polygon

for (int i = 0; i < outputVertices; i++) {

printf("Vertex %d: (%lf, %lf)\n", i, outputPolygon[i].x, outputPolygon[i].y);

}

}

int main() {

// Define subjectPolygon and clipPolygon here

// Call sutherlandHodgeman function to clip subjectPolygon against clipPolygon return 0;

}

In this C pseudocode, you would need to define your subjectPolygon and clipPolygon by providing their vertices. You should also implement the calculateIntersection function to calculate the intersection between two line segments. The result is stored in outputPolygon. Finally, the clipped polygon vertices are printed in the main function.

# Source Code:

#include <stdio.h> #include <graphics.h> #include <conio.h> #include <stdlib.h> *int* main()

{

*int* gd, gm, n, \*x, i, k = 0;

// window coordinates int wx1=220,wy1=140,wx2=420,wy2=140,wx3=420,wy3=340,wx4=220,wy4=340;

*int* w[] = {220, 140, 420, 140, 420, 340, 220, 340, 220, 140}; //

array for drawing window detectgraph(&gd, &gm);

initgraph(&gd, &gm, "c:\\turboc3\\bgi"); // initializing graphics

printf("Window:-");

setcolor(RED); // red colored window drawpoly(5, w); // window drawn

printf("Enter the no. of vertices of polygon: "); scanf("%d", &n);

x = malloc(n \* 2 + 1);

printf("Enter the coordinates of points:\n"); k = 0;

for (i = 0; i < n \* 2; i += 2) // reading vertices of polygon

{

printf("(x%d,y%d): ", k, k);

scanf("%d,%d", &x[i], &x[i + 1]); k++;

}

x[n \* 2] = x[0]; // assigning the coordinates of first vertex to last additional vertex for drawpoly method.

x[n \* 2 + 1] = x[1];

setcolor(WHITE); drawpoly(n + 1, x);

printf("\nPress a button to clip a polygon.."); getch();

setcolor(RED); drawpoly(5, w);

setfillstyle(SOLID\_FILL, BLACK); floodfill(2, 2, RED);

gotoxy(1, 1); // bringing cursor at starting position printf("\nThis is the clipped polygon..");

getch(); cleardevice();

closegraph(); return 0;

}

# Output:

![](data:image/png;base64,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)

***Conclusion:***

I have understood to implement polygon clipping algorithms using CG.